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Abstract
Service-oriented architecture and the related technologies facilitate the running time of interactions using business integration on the networks such as the Internet. Currently, web services are considered as the best option to provide Internet services. Due to the growth and an increasing number of Web users and the complexity of users’ queries, simple and atomic services are not capable of meeting the needs of users, and to provide complex services, they require service composition. The Web service composition as an effective approach to the integration of business institutions’ plans has taken significant acceleration. Nowadays, Web services are created and updated in a moment. Therefore, in the real world, there are many services that may not have composability according to the conditions and constraints of the user's preferred choice. In the proposed method for automatic service composition, the main requirements of users including the available inputs, expected outputs, quality of service, and priority are initially and explicitly specified by the user, and service composition is done with this information. In the proposed approach, due to a large number of services with the same functionality, at first, the candidate services are reduced by the quality of service-based Skyline method, and moreover, using an algorithm based on graph search, all the possible solutions will be produced. Finally, the user’s semantic constraints are applied on service composition, and the best composition is offered according to the user’s requests. The result of this work shows that the proposed method is more scalable and efficient, and it offers a better solution by considering the user’s semantic constraints.
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1- Introduction
Service-oriented computing (SOC) is a new computing phenomenon that uses service as a basic structure to support the rapid, low-cost, interoperable, and viable development and simple combination of distributed applications, especially in heterogeneous environments. This type of composition prefers the network service components that are easily connected with each other to create dynamic and flexible business processes [1,2]. Service-oriented architecture (SOA) is the basic architectural model of this method that supports it in terms of architecture [3]. Therefore, SOC is a computing phenomenon, and SOA is an architectural model at a conceptual level. This means that they should be implemented by special technologies. The Web service technology is an example that is widely accepted and looks very promising. Web services are well-defined modules independent from platform; they are reusable and provide a standard performance for business. Web services can be published, discovered, located, called, and connected freely across the web and facilitate the integration of new structured applications both within and around the organizational boundaries [4].

With the advent and development of SOA and Web service technology, many companies and organizations provide their business plans in the form of well-defined services. Although these atomic Web services that are often simple can
improve reusability and simplify the application logic, they can only meet a limited functionality. They cannot meet the personal and diverse requirements of users according to their requests or reflect complex business processes. Therefore, Web service compositions are very important for the development of applications [5, 22]. The ability of optimal and effective selection and integration of inter-organizational services is one of the challenges of the today's world. Web services are created and updated in a moment. This is beyond our ability to analyze them and produce a composition plan manually [5]. Many methods have been proposed for Web Service Composition (WSC). Most of them are only based upon the conformity of input and output parameters, while some constraints are posed by the users. Service constraints are used to ensure the proper implementation of the service or its interaction with other services. As a result, they have a significant impact on service composition. The user constraints are often ignored by the existing methods of Web service composition. For example, the user's membership level in online shopping scenario, the total amount of the order, and the credit card can affect the service composition so that various amounts of each one of these cases may lead to the different selections of service at a later stage of composition [6].

However, in the real world, there are a lot of services that may not have composition capabilities according to the conditions and constraints of the users that can be defined as semantic. Thus a numerous number of Web services, permanent update, and different manufacturers with different models and objectives have made the Web service composition difficult.

Methods that have been proposed for WSC only have used service qualitative parameters in order to select the optimal composition, and the users’ constraints are often ignored, while considering the users’ constraints in the composition process may lead to more satisfied users. Furthermore, it is important that the service composition is conducted fast, especially in interactive systems in which long delays are unacceptable. Despite a large number of services in the real world, the use of methods that have been proposed is very time-consuming because the search space used to select the candidate service is large. Therefore, we can say that these methods are not very scalable.

In the proposed method, the Wang et al.'s algorithm [6], which uses a graph-searching algorithm to combine the services, is improved. In his research work, Wang has used only the constraints on services that serve as a parameter for evaluating the combined solution, and does not take into account the quality of services. However, in the proposed method, the three parameters cost service quality, response time, and parametric reliability are used to evaluate the hybrid solution. Additionally, the Wang et al.'s approach is not scalable. In this work, using the Skyline service algorithm, the scalability of the method has been improved.

In the method proposed for automatic service composition, the basic needs of users including the available inputs, expected outputs, quality of service, and priority are initially and explicitly specified by the user, and service composition is done with this information.

The proposed solution includes an algorithm based on a search graph. The graph search algorithm is applicable to the general concept of Web service composition and produces all possible solutions. The preferences of users, as openly requested in their queries, are considered in service composition.

In the proposed approach, first, the candidate services are reduced by the quality of the service-based Skyline method, and moreover, using an algorithm based on graph search, all the possible solutions will be produced. Finally, the user's semantic constraints are applied on service composition, and the best composition will be offered according to user’s requests.

The structure of this paper is as follows: literature review in Section 2; proposed solutions in Section 3; analysis and expression of results in Section 4; and conclusion in Section 5.

2. Literature review

Thus far, various methods have been proposed for the automatic service composition. The proposed algorithms for the Web service composition aim to provide an optimal solution in selection or composition of their services. Some of these algorithms perform Web service composition based on the graph search method. In this method, services are displayed based on their inputs and outputs. For a service registry, a Service Dependency Graph (SDG) is created to display all the possible input-output dependencies between services. Afterwards, the Web service composition becomes a graph search problem that is based upon SDG to find a path from inputs toward outputs or from outputs to inputs to provide a service composition.

In a work carried out by Wang et al. [6], the proposed solution includes a graph search-based
algorithm and two pre-processing methods. In the pre-processing methods, before the main algorithm is applied on the service community C for service composition, Web services are categorized in C in a community service, all services that can perform the same task but are applicable in a different situation form a set.

Alrifai et al. [7] have presented an approach based on the Skyline concept that will effectively reduce the candidate services. This approach prunes the services with respect to the quality parameters of the service. The performance of composite applications is determined by the performance of the Web services involved. Identification of the best candidate Web service is done by a similar performance based on the quality parameters of the service. In this way, the selected services will be conducive to optimizing the final composition, while satisfying the user constraints based on quality parameters of the service.

Wu et al. [8] have focused on selecting Skyline services in dynamic environments because new services may be created instantaneously or main services may be rejected or their quality parameters of the service may change. Therefore, using Skyline, a wide range of options are decreased. In order to deal with a dynamic environment of the service, they offered the paper tape that could quickly put the changes of services under its control.

In [9], the Skyline service to reduce the number of candidate services, the DPA algorithm to create an expansion tree, the BUA algorithm to sort linear services in ascending order, and the linear strategy to prune the unnecessary services have been used.

Yu et al. [10] have proposed a method to select services and their composition called “text information composition”. Text information composition consists of non-operational traits of services. They have produced a service selection approach based on text composition by the back-tracking method. In this method, in each one of the processes for selection of candidates, a backward step is taken to see whether this selected service from the previous stage provides the best composition or not. If the service is suitable, it will be called; otherwise, according to the selected service in the next stage, the best service of this stage will be selected.

Boruji et al. [11, 12] have discussed on whether or not a request can be met by a composition of services. They created a tree for each processing model that was stored in the registry to produce a graph that showed the dependencies between atomic services and processes, and moreover, this dependency graph was analyzed to determine whether or not a service composition could meet the request.

Lang & Su [13] have provided an AND/OR graph of a service dependency graph and its search algorithm to detect the Web service composition. The issue of service composition problem becomes AND/OR Graph Search.

The AND/OR Graph is a generalized directed graph, and is generally used in automating and analysis problems. This graph contains two types of nodes: AND nodes and OR nodes that are bonded together by edges. These edges are called connectors. Each connector on the AND/OR graph connects a set of nodes \( \{V_i| i = 1, 2, \ldots, n\} \) to a node Vo. If a logical AND exists between \( \{V_i\} \) s, the connector shows an AND operation, and is referred to as an AND connector. Similarly, if a logical OR exists between \( \{V_i\} \) s, the connector shows OR operation, and is referred to as an OR connector. Here, the AND/OR graphs are used to display SDG for service composition.

In this display, a service can be implemented when all the input parameters are available because a logical AND relationship exists between the nodes that are connected directly to the service node and all nodes of the service in this display are AND nodes. In other words [13]:

If \( \{I_1 \land I_2 \land \ldots \land I_n\} \); then Select the service \( I_k \in I \), \( 1 \leq k \leq n \)

In contrast, a logical OR relationship exists between the parameters of the output generated by the service.

According to what was mentioned, the displayed dependence graph based on the AND/OR graph has the following characteristics:

- There is no direct edge between two AND nodes because a service operation cannot take another service operation as an input or produce it as an output.
- A data node can be used as an input parameter for a service operation as well as the output parameter for other service operations.
- A data node may be connected to other data nodes.

Min Lu et al. [14] have solved the Web service composition problem by creating a vector model of the QoS parameters and the QoS evaluation method. They provided a flexible and satisfactory constraint form for selecting services, a function
for finding the optimum objective function, and used the branch and bound algorithm. Wang et al. [15] have solved the Web service composition problem using the distributed cloud computing and constraints of service level. In order to solve situations in which databases exist in different geographical locations, they offered a hybrid approach based on the quality of service by considering the network environment. Then it provided a genetic algorithm based on the Skyline for solving the issued problems.

Mardukhi et al. [16] have changed the composition problem into independent applications to reduce the execution complexity. First, the global constraints are turned into local constraints using a genetic algorithm; finally, the best service for activities based on local constraints using a simple linear search algorithm are obtained.

Li et al. [17] have provided a framework for a reliable Web service composition, and they have considered global constraints. This framework can be embedded as a component of UDDI for service evaluation, dynamic selection, and composition. In this method, a fitness function is used to compute the three values of quality: generic quality parameters, QoS based on scope, and users' quality parameters of the service. They use a global heuristic algorithm.

Gabrel et al. [18] have evaluated the complexity and Web service composition models in their work. Their work has shown that the time-consuming factor in a Web service composition problem is the constraints. They have solved this problem using a linear composition. This technique allows Web service composition in the works that are in the form of AND or XOR.

Puttonen et al. [19] have provided a framework for Web service composition that is done using the semantic description.

Gamha et al. [20] have provided a strategy for the semantic composition of services to manage the user constraints, which is done in two stages. Firstly, an execution model is obtained by the user requests. The executive model is formulated to chart mode. The user's request turns into the Ontology Web Language, and will be formulated to a mapping from the OWL state diagram. In the second stage, the existing service is presented from the developed implementation model. The result includes an action plan that satisfies the user's constraints.

AllamehAmiri et al. [22] have proposed a new composition plan optimizer with constraints based on genetic algorithm. To escape from local optimums, they present some modifications in crossover, mutation and selection approach.

3. Proposed model for Web service composition

The number of service providers with the same performance but with different quality parameters has increased considerably, and consequently, choosing the optimal Web service based on quality parameters has become an important issue [21].

Therefore, efforts to reduce the number of redundant services can result in the better selection of candidate services, and consequently, more efficient composition.

In most methods, only quality parameters of the service are being used in order to select the optimal composition, and the users’ constraints are often ignored. Users’ constraints are used to ensure the proper implementation of the service or its interaction with other services. As a result, they have a significant impact on the service composition. However, these constraints can be defined in a semantic form, which can increase the users’ satisfaction.

As mentioned in the introduction, in this research work, the three parameters cost of service quality, response time, and reliability are used for optimal service composition. Moreover, to improve the scalability of the proposed method, the Skyline service algorithm has been used to reduce the number of services based on the QoS parameters.

![Figure 1. Block diagram of the proposed method.](image-url)
In this section, a graph search-based algorithm and a pre-processing technique are used for the optimal service composition. According to what was said, the proposed model can be divided into the following steps based on figure 1.

1. Pre-processing
2. Graph creation and traversal
3. User’s semantic constraints
4. Assessing the global quality of services
5. Final processing

In the proposed model, the Web service is displayed by tuple \( WS = (op, I, O; SC, QoS) \) that is derived from [6], where:

1. \( op \) describes service operation;
2. \( I \) is the set of input parameters of the service. Each service has some input values;
3. \( O \) is the set of semantic concepts that are referenced by the output parameters of the service;
4. \( SC \) represents the constraints of a service, which specify the context conditions that must be met to ensure the correct execution of the service;
5. \( QoS \) (Quality of service) is the set of quality parameters of the service such as cost, availability, permittivity, and reliability. In this work, three quality parameters of service including cost, response time and reliability are used.

In the proposed method, for automatic service composition, the main requirements of users including available inputs, expected outputs, quality of service, and priority are initially and explicitly specified by the user and service composition is done with this information. Therefore, the user’s request can be represented by a tuple \( Req = (IA, OE; P, Q) \) derived from [6], where:

1. \( IA \) represents the set of available inputs that a service requester provides;
2. \( OE^2 \) represents the set of outputs that a service requester expects;
3. \( P \) represents the set of personalized preferences and constraints defined by a service requester;
4. \( Q \) represents the set of standards of service quality parameters defined by a service requester.

### 3.1. Pre-processing

Web services are created and updated momentarily. The number of services with the same performance but with different quality parameters has increased considerably; hence, choosing the optimal Web service based on quality parameters has become an important issue [21]. Therefore, efforts to reduce the number of redundant services before the composition can be used to reduce the search space and to achieve increased scalability. Therefore, the Skyline technique is used in order to select the desired Web service.

Skyline includes a set of services that are not dominated by other services. A Skyline service selects those points that are not dominated by other points. The point \( P_i \) is dominant to \( P_j \) if \( P_i \) is better than or equal to all the dimensions of \( P_j \) and is better at least in one dimension.

A Skyline query selects the best or most interesting points in all dimensions. In this work, a relationship between the service quality parameters of the service is defined and implemented. This method is used to identify services of a class that is dominated by other services in the same class. These services can be pruned, and thus reduce the number of candidates for composition.

Consider a service class \( S \) and two services of \( x \) and \( y \) as \( x, y \in S \). The two services each containing a set of quality parameters of the service \( Q \). \( X \) is dominant to service \( y \) (\( x \ p \ y \)), if \( x \) is better than or equal to \( y \) at all dimensions of \( Q \) parameters and better at least in one parameter. In other words [7]:

\[
\forall k \in [1, |Q|]: q_k(x) \leq q_k(y) \text{ and } \exists k \in [1, |Q|]: q_k(x) > q_k(y) \tag{1}
\]

where, \( Q \) represents a set of quality parameters of the service and \( q_k \) shows the \( k \)-th quality of service parameter.

Skyline services of class \( S \) that are shown by \( SL_x \) consist of a set of services that are not dominated by any services. In other words [7]:

\[
SL_x = \{ x \in S | \exists y \in S : y \ p \ x \} \tag{2}
\]

As stated, the goal is to select a set of services from each class so that it could satisfy global constraints and have the highest fitness as well. It should be noted that in the Skyline service, after a reduction in the number of services, the best services from each class are selected based on the quality parameters of the service, which may not
satisfy the global constraints. Hence, in the next step, user constraints are applied to combine and select the best service. Therefore, different compositions of each class should be considered. In this work, a Skyline service is executed for each class so that suitable or candidate services to be part of the composition or those that cannot be in the final solution can be identified. This method can effectively reduce the problem space. The algorithm uses three parameters: cost, response time, and reliability to apply Skyline service algorithm. In other words, according to what was stated, services are provided as a point in 3D space and the coordinates of each point are related to levels of quality of service.

3.2. Graph creation and traversal
After removal of the redundant services, the optimal services are displayed as inputs and outputs. First, a dependency graph is created in the registry to display all the input-output data communication between services. Moreover, the Web service composition becomes a dependency graph search. In the proposed model, similar to [6, 13], the AND/OR graph is used to display the dependency graph. Through this display for the service dependency graph, first, a SDG is created according to community C; and secondly, the search process in the dependency graph based on the information provided by the service applicant (e.g. user Req) begins, which is the depth-first search. In the node search process, if some conditions are not met or a path is not found, it returns and completes the move in the entire graph. When the first service is selected, in case the kind of operation is the same as the operation of the first service selected by the user, it begins to examine and evaluate the inputs. The input of a service can sometimes be obtained using the output of the previously issued service. If no proper service is found in services searching in an operation, recursive algorithm steps back to the previous operation and finds another appropriate service. Finally, the algorithm finds and displays all the possible compositions. The characteristics of an AND/OR graph makes it possible that a service is called only if all of its inputs are available.

3.3. User’s semantic constraints
In the ongoing implementation of the proposed model, the user’s semantic constraints are assessed in any operation after matching the input and output parameters. Constraints are applied to certain attributes of the Web service to choose the right service and ensure its proper implementation. The range of these attributes can be displayed by numerical values or a set of semantic concepts. The semantic relation between the words used to describe the service constraints leads to accuracy in exploring the Web service. In the proposed model, the semantic constraints of the user are evaluated using the conditional statements. In the composition process, if the constraint is raised by the user on the operation, it will be considered in the selection of service. All the constraints of a service can be displayed as follow:

\[
SC_1 \land SC_2 \land \ldots \land SC_n \rightarrow WS,
SC_i \in SC, 1 \leq i \leq n
\]

3.4. Assessing global quality of services
It should be noted that the best service from each operation does not necessarily guarantee that the global constraints are satisfied. As stated earlier, the goal was to select a set of services for each operation, and the global constraints are considered as well. In the proposed model, after finding a composition strategy of graph traversal, QoSs of the service composition are calculated and evaluated based on the relationships in table 1. The criteria for assessing the cost quality parameters of the service are set by the users, and the criteria for assessing the other quality parameters of the service are specified in the program.

If this solution satisfies the global qualitative parameters, it will be considered as a solution.

<table>
<thead>
<tr>
<th>QoS attribute</th>
<th>Function</th>
</tr>
</thead>
<tbody>
<tr>
<td>Response time</td>
<td>( \sum_{i} t(i) )</td>
</tr>
<tr>
<td>Reliability</td>
<td>( \prod_{i} r(i) )</td>
</tr>
<tr>
<td>Cost</td>
<td>( \sum_{i} c(i) )</td>
</tr>
</tbody>
</table>

3.5. Final processing
After completing the composition process, if no composition strategy is produced in the previous step, the proposed algorithm re-runs the search process by changing the priorities in the user’s constraints. Therefore, in order to increase the user’s satisfaction, the algorithm can produce the proposals with lower priorities if no solution is produced. According to the above-mentioned explanations, the proposed algorithm reduces the existing Web services through the Skyline technique according
to the quality parameters of the service cost, response time, and reliability. Afterwards, the algorithm presents all the possible composition solutions using the graph search-based algorithm based on the user’s semantic priorities. However, in order to increase the user’s satisfaction, the algorithm can produce the proposals with lower priorities if no solution is produced.

4. Analysis of results and discussion
As stated earlier, the automatic Web service composition based on graph search algorithms is carried out by the researchers. In the proposed method, in addition to consideration of the qualitative parameters and the user’s constraints that can be deemed semantic, the Web service composition was studied in many service communities. This section studies and evaluates the simulation results of the proposed algorithm.

4.1. Simulation tools and system specifications
For simulation and implementation of the algorithm, Visual Studio 2012 was used. The system configuration used in the implementation and simulation of the algorithm is as in table 2.

<table>
<thead>
<tr>
<th>Processor</th>
<th>Intel (R) Core (TM) i5-2430 M CPU @ 2.40 GHZ</th>
</tr>
</thead>
<tbody>
<tr>
<td>Main memory</td>
<td>4GB</td>
</tr>
<tr>
<td>Operating system</td>
<td>Microsoft Windows 10 Home, 64-bit</td>
</tr>
</tbody>
</table>

4.2. Selected dataset
The service dataset is created by the program as a prototype for a traveling tour. Each Web service, as defined in Section 3.2, represents an operation that has input and output parameters and can own some constraints. Furthermore, random values are assigned to the QoS of reliability, response time, and cost.

4.3. Simulation results of proposed model
In order to analyze and evaluate the proposed method, firstly, the approach by Wang et al. [6] was studied, and secondly, the desired results on the same data provided by the Wang algorithm and the proposed algorithm were analyzed. The comparison is performed in three aspects: runtime, memory usage, and fitness. The results of the proposed algorithm in the optimal composition of Web services are as what follow.

4.3.1. Runtime
In analyzing the results obtained from the implementation of the proposed algorithm, it was observed that by increasing the number of Web services of the dataset, the runtime increased. In figure 2, the runtime of a different number of Web services per composition operations is shown.

It is clear that by increasing the number of Web services, the runtime increases. However, as it can be seen in figure 2, increasing the number of operations has little impact on the different Web service execution times.

![Figure 2: Runtime of executing a number of different Web services.](image)

Figure 2. Runtime of executing a number of different Web services.

![Figure 3: Runtime of proposed algorithm for the number of steps combined.](image)

Figure 3. Runtime of proposed algorithm for the number of steps combined.

Figure 3 shows the runtime of the proposed algorithm for Web service composition per the number of composition operations of 25000, 50000, and 75000 services. In the proposed method, due to the elimination of redundant services and reducing the searching space, the time spent for Web service composition per number of composition operation had no dramatic increases.

By assessing figure 3, it can be concluded that increasing the number of Web services has a significant impact on the running time.
Figure 4 compares the runtime of the proposed algorithm with the algorithm provided by Wang and colleagues [6]. According to what can be seen in the graph, the runtime difference is much more intuitive in a higher number of Web services.

4.3.2. Memory usage
Another case that can be analyzed in the results obtained is the amount of memory consumed by the proposed algorithm.

In figure 6, the memory usage per different number of Web services is compared in the proposed method and the method provided by Wang et al. [6]. According to what can be seen in the graph, the memory usage difference is more tangible in a higher number of Web services. Since the pre-processing in the proposed method reduces the number of Web services, the composition process will be done with a smaller number of Web services; this method consumes less memory compared to the Wang’s method. In this comparison, the number of considered operations is 4.

Comparison of runtime per composition operation between the proposed algorithm and the method developed by Wang is shown in figure 5. The number of Web services is equal to 75,000. Increasing the number of operations increases the depth of Search Graph. From the following graph, one can conclude that in the method developed by Wang for these numbers of services, the Graph Search space becomes very large and leads to an exponential increase in the runtime. However, in the proposed method, due to a decrease in the number of Web services before composition, increasing the depth of Search Graph will not have much impact on the runtime.

Figure 4. Comparison of runtimes in a different number of Web services.

Figure 5. Comparison of runtimes per composition operations.

Memory usage per number of composition operation is compared in the proposed method and the method provided by Wang et al. [6] in figure 7.

Figure 6. Comparison of memory consumption by different numbers of web services.

Figure 7. Comparison of memory usage per composition operation.
The number of Web services is equal to 75000. As it can be seen, an increase in the number of operations in the proposed method does not have a significant effect on the memory usage. Since the Skyline service has reduced the number of services to be selected from them, the search graph has become smaller.

4.3.3. Fitness

The effect of number of Web services and operations on fitness: the results obtained are shown in table 3.

<table>
<thead>
<tr>
<th>Number of services</th>
<th>Number of operations</th>
<th>Wang method fitness</th>
<th>Proposed method fitness</th>
</tr>
</thead>
<tbody>
<tr>
<td>25000</td>
<td>3</td>
<td>0.57</td>
<td>0.69</td>
</tr>
<tr>
<td>50000</td>
<td>4</td>
<td>0.61</td>
<td>0.65</td>
</tr>
<tr>
<td>75000</td>
<td>5</td>
<td>0.47</td>
<td>0.58</td>
</tr>
<tr>
<td></td>
<td></td>
<td>0.56</td>
<td>0.63</td>
</tr>
<tr>
<td></td>
<td></td>
<td>0.41</td>
<td>0.59</td>
</tr>
<tr>
<td></td>
<td></td>
<td>0.41</td>
<td>0.58</td>
</tr>
</tbody>
</table>

4.3.4. Effect of pre-processing on number of services

Pre-processing in the method provided by Wang is done as follows: first, all the services in a community that can do the same thing but are applicable in a different situation form a service set called SIDE. In this method, before the main algorithm is applied in community C for service composition, SIDE is categorized in C. Thus pre-processing will not reduce the number of services; in fact, it provides a condition to meet the service constraints.

However, in the proposed method, services are decreased using the Skyline concept. In the diagram of figure 8, the effect of processing on the number of services is shown.

The assessments carried out indicate the following results:

- The effect of number of Web services on runtime: the assessment results indicate that the Web service composition using the proposed algorithm is very large, leading to a faster solution.
- The effect of number of composition operations on the runtime: as evaluations were presented, the composition with the proposed method achieves a better solution in a much less time, and the slope of comparison graph is significant.
- The effect of number of Web services on the memory usage: the assessment results show that the proposed algorithm uses less memory than the Wang’s method as the number of Web services increases.

- The effect of numbers of composition operations on the memory usage: the assessment results show that an increase in the composition operations has no significant impact on the memory usage in the proposed algorithm.

![Figure 8. Pre-processing effect on the number of services.](image)

5. Conclusions and suggestions

With the expansion of services for enterprises and organizations on the Internet, the demand for communication and interaction has increased, and new technologies have been presented in the context of this type of communication. Currently, Web services are the best options to provide Internet services. Due to the growth and an increasing number of Web users and the complexity of the users’ queries, simple and atomic services are not able to meet the needs of the users; and to provide complex services, they require service composition.

Several methods have been proposed to solve the Web service composition. Some of them create only one service composition and some produce a solution that cannot truly be considered as a service composition because each stage of the solution includes a set of redundant services and all services are combined in such solutions. Finding all composition approaches for the Web service composition is difficult and complex. Large search space, redundant services, etc. limit the performance of all composition solutions, and therefore, the previous methods have focused on finding an optimal service composition. However, in this work, the proposed algorithm could generate all the possible services for the WSC problem.

Despite multiple providers, different services are provided that are similar in terms of performance and can replace each other but these services are different in terms of qualitative criteria such as the response time, availability, security, reliability, and running costs. For example, if a
composite service is composed of n atomic services and M candidate services exist for each atomic service, the usual way to solve this problem will be m!, which is very costly and time-consuming. In this work, search space for selecting Web services was reduced using the Skyline service.

Afterwards, a graph search-based for Web service composition was proposed. The constraint set by the user, which may be defined as semantic, was considered. The proposed method produces all the possible solutions, and includes preferences of the users based on their requests.

In the previous section, the results obtained show that the proposed algorithm is acceptable because:

- Using the Skyline algorithm reduces the number of existing services, and thus leads to the scalability of the proposed approach.
- Applying the user’s constraints in addition to QoS like the response time, cost, and reliability resulted in the optimal selection and optimal service composition.
- Service composition is done considering the main requirements of the users including the available inputs, expected outputs, quality of service, and priority.
- Applying meaning to the constraints requested by the user leads to more accurate results.

Despite generating all the possible solutions, the Web service composition problem is still complex and difficult, which is due to the nature of the problem mentioned earlier.

In this work, the Web services were considered to be compatible. It is notable that sometimes it is required to call other services for one service. For example, to request the map service provider, it requires two operations of geocoding and map production, and it is possible that the dependency constraints exist between these two operations (such as map production, which depends on the geographic code). Consideration of this issue can increase the capabilities of the proposed model.
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چکیده:

معماری سرویس‌های وب با توجه به محدودیت‌های مربوط به سرانجام اجرای اینترنت زمان اجرای تعاملات را تسهیل می‌بخشد. در حال حاضر سرویس‌های وب به عنوان بهترین گزینه جهت ارائه خدمات اینترنتی محسوب می‌شود. با توجه به رشد زیاد سرویس‌ها و پیچیده شدن درخواست‌ها، سرویس‌های ساده و انعطاف‌پذیر با کیفیت بالایی می‌توانند در محیط اجتماعی و دیسپلایی ارائه سرویس وجود دارند. ممکن است قابلیت ترکیب نسبت به محدودیت‌های منطقی به صورت مفهومی نیز تعریف شود. در نهایت، سرویس‌های امروزه به صورت لحظه‌ای ایجاد و بروزرسانی می‌شوند لذا در دنیای واقعی، تعداد زیادی سرویس وجود دارد که ممکن است قابلیت ترکیب نسبت به شرایط انتخابی و محدودیت‌های منطقی نیز تغییرد. در اینجا، سرویس‌ها امروزه به صورت تکراری و به صورت معنی‌داری در دنیای واقعی ایجاد می‌شوند. در روش پیشنهادی برای ترکیب خودکار سرویس‌ها از ابتدا سرویس‌های کاندید برای ترکیب با استفاده از روش skyline یا تعدادی دیگر انتخاب می‌شود. در نهایت، محدودیت‌های معنی‌داری کاربر در ترکیب سرویس‌ها اعمال می‌گردد و بهترین ترکیب با توجه به درخواست‌های اینترنتی را ارائه می‌شود. نتایج حاصل از تحقیق نشان می‌دهد، روش پیشنهادی مفاهیم پیدایی کارآمد و با توجه به در نظر گرفتن محدودیت‌های معنی‌داری کاربر، راه حل معنی‌داری را ارائه می‌دهد.